Lock-in-Pop Design: Only Access Popular Paths in the Kernel

s R
Project Goal: Allow untrusted code to run on top of a vulnerable host OS

- Key insight: Popular kernel paths contain fewer bugs }
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